**![](data:image/png;base64,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)**

**Paradigma Funcional**

**Módulo 2:**

**Composición.**

**Aplicación Parcial.**

**por Fernando Dodino**

**Carlos Lombardi**

**Nicolás Passerini**

**Daniel Solmirano**

**Versión 2.0**

**Febrero 2017**

Distribuido bajo licencia [Creative Commons Share-a-like](https://creativecommons.org/licenses/by-sa/4.0/legalcode)

**Contenido**

[1 Composición](#_qwchzeu8nv0n)

[1.1 Definición](#_sk6zk5t9ndsr)

[1.2 Implementación](#_age33f4r7ua0)

[1.3 Primer ejemplo: Cuádruple](#_n9guuc6rjmle)

[2 Segundo ejemplo: longitud de un nombre par](#_spwg1mm7q348)

[3 Cómo saber si una persona es mayor de edad](#_n9i7i4b5mqyc)

[3.1 Acoplamiento de funciones](#_wzaai6y3lply)

[3.2 Composición de más de una función](#_uejmvtlfaa8h)

[4 Aplicación parcial](#_brta7y9a3gwv)

[4.1 Introducción](#_rq3sf269egzw)

[4.2 Segundo ejemplo: siguiente](#_1wmh2frtp9py)

[5 Composición + Aplicación parcial](#_ok9o6gi7092k)

[5.1 Comienza con p](#_b05o869i5md4)

[5.1 Costo del estacionamiento](#_6mm0nfbhw2il)

[6 Resumen](#_pfgp2twxlwwa)

# 

# 

# **1** Composición

## 1.1 Definición

Matemáticamente, podemos aplicar dos funciones,
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*g(f(x)) = (g o f) x*

esto termina generando una **nueva función**, como se ve en la flecha que va de a a g(f(a)). Como restricción, la imagen de f tiene que coincidir con el dominio de g.

## 1.2 Implementación

El mismo concepto se da en Haskell, donde la notación es

g (f x) = (g . f) x

Y que podemos representar como
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que es una nueva función que resulta de aplicar f primero, y luego g, en ese orden:
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Nótese que primero aplicamos f y luego g, pero a la hora de escribirlo en Haskell, lo hacemos al revés:

*g . f*

A partir de ahora solo utilizaremos el operador (.) porque queremos ser explícitos en que estamos generando nuevas funciones, no aplicando sucesivamente las funciones existentes.

## 1.3 Primer ejemplo: Cuádruple

Para obtener el cuádruple de un número, podemos valernos de la propiedad asociativa:

4 \* x = 2 \* (2 \* x)

Es decir, estamos aplicando dos veces la función doble:
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*f (g (x) ) = f o g (x) donde f y g corresponden a la función doble*

En Haskell

**cuadruple** numero **=** (doble . doble) numero

Como el tipo de doble es

**doble** **::** **Numero** **->** **Numero**

se puede componer consigo mismo, dado que su imagen coincide con su dominio.

Incluso, matemáticamente, podemos simplificar esta igualdad[[1]](#footnote-0):

**cuadruple** ~~numero~~ **=** (doble . doble) ~~numero~~

**cuadruple** **=** ~~(~~doble . doble~~)~~

**cuadruple** **=** doble . doble

Esta simplificación se puede dar porque la operación doble . doble está encerrada entre paréntesis.

También podríamos haber pedido en la consola que calcule el cuádruple de un número:

> (doble . doble) **12**

Y aquí vemos la primera ventaja de la composición: construyo funciones sin tener que escribirlas en un archivo de definiciones .hs.

# 2 Segundo ejemplo: longitud de un nombre par

El requerimiento dice: “Saber si la longitud del nombre de una persona es una cantidad par”. ¿De qué tipo es esta función?

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8HAwAI7gL3hTaWPwAAAABJRU5ErkJggg==)

* El nombre lo modelamos como un String.
* Si es par o impar, con un boolean.
* Y el requerimiento se modela con una función.

Pero vemos que la función puede dividirse en dos partes:
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Las alternativas son

* construir nosotros las funciones que necesitamos
* o ver si no vienen ya con Haskell

Tenemos suerte:

* para saber la cantidad de letras de un nombre tenemos la función length, que en este caso va de String a Int
* y para saber si un número es par, existe la función even, que va de Int a Bool.

de esa composición, tendremos una función que dado un String devuelve un Bool, lo que estamos necesitando:
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Pero recordemos que en Haskell, al igual que en la notación matemática, debemos invertir el orden en el que escribimos las funciones compuestas:

**nombrePar** **::** **String** **->** **Bool**

**nombrePar** nombre **=** (even . length) nombre

**nombrePar** ~~nombre~~ **=** (even . length) ~~nombre~~

**nombrePar** **=** even . length

# 3 Cómo saber si una persona es mayor de edad

Dado el siguiente requerimiento: “saber si una persona es mayor de edad”, vemos que es algo que se puede modelar con una función:
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¿Cómo modelo a la persona? Hasta el momento conocemos los tipos String, caracter, número, booleano y función. Una restricción adicional parece complicar las cosas: “Conocemos el nombre y la edad de una persona”.

* el nombre es un String,
* y la edad un número entero

para que puedan trabajar juntos vamos a adelantar un concepto del próximo módulo y presentaremos la tupla, un tipo de dato compuesto que agrupa información relacionada y que nos viene muy bien para poder modelar una persona.

Encontré entonces una abstracción para representar esa **entidad**. ¿Me interesa todo sobre la persona? No, me quedo con lo que es esencial para mí y dejo un par ordenado o *tupla* con el nombre y la edad: (String, Int).

Ahora sí, podemos partir el requerimiento en dos:
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Y lo que nos falta es ver si tenemos funciones que puedan servirnos para cada caso:

* en el primer caso, hay una función snd, que dada una tupla de dos elementos devuelve el segundo. Pero snd no es representativa del dominio que estamos modelando, entonces vamos a construir una nueva función que mejore la expresividad de nuestra solución:

**edad** **=** snd

¿Qué acabamos de hacer? Simplemente escribiendo un sinónimo para snd, sin volver a definir la función. Si el operador = representa la igualdad matemática, solamente estamos diciendo a Haskell que cuando necesite reducir

**edad** ("laura", **41**), esta expresión será equivalente a hacer

**snd** ("laura", **41**)

¿De qué tipo es edad? Del mismo que snd (más adelante lo veremos). Pero en particular

> edad ("laura", **41**)  
**41**  
> **:**t edad ("laura", **41**)  
**edad** ("laura", **41**) **::** **Num** b **=>** b

Más allá de algún detalle técnico que todavía nos falta explicar, lo que devuelve edad ("laura", **41**) es un número.

* en el segundo caso, no hay ninguna función que dado un número me diga si es considerable como mayoría de edad. La construimos:

**mayorDeEdad** **::** **Integer** **->** **Bool**  
**mayorDeEdad** edad **=** edad > **18**

Ahora sí, podemos componer edad y mayorDeEdad:
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**esMayorEdad** **::** (**String**, **Integer**) **->** **Bool**  
**esMayorEdad** **=** mayorDeEdad . edad

Podemos definir que una Persona es un (String, Int), esto facilita la lectura del tipo de la función que acabamos de construir:

**type** **Persona** **=** (**String**, **Integer**)  
**esMayorEdad** **::** **Persona** **->** **Bool**

Si definimos una expresión para Laura...

**laura** **=** ("Laura", **41**)

...podemos usarla con esMayorEdad:

> esMayorEdad laura  
**True**

## 3.1 Acoplamiento de funciones

Aparece un cambio en la forma de modelar una persona, nos piden que además del nombre y la edad, también deberíamos conocer el domicilio. Sabemos que se modela con un String, ¿qué debemos cambiar en nuestra solución?

**type** **Persona** **=** (**String**, **Integer**, **String**)  
  
**laura** **::** **Persona**  
**laura** **=** ("Laura", **41**, "Medrano 951 CABA")  
  
**edad** **::** **Persona** **->** **Integer**  
**edad** (**\_**, e, **\_**) **=** e

* La definición de Persona debe aceptar un String adicional para el domicilio
* También la definición de la expresión laura, que agrega el domicilio
* y la función edad utiliza **pattern matching[[2]](#footnote-1)**, para devolver la edad en la tupla de 3 elementos que conforma la persona

Por otra parte, veamos que estas definiciones **no cambiaron**:

**mayorDeEdad** **::** **Integer** **->** **Bool**  
**mayorDeEdad** edad **=** edad > **18**  
  
**esMayorEdad** **::** **Persona** **->** **Bool**  
**esMayorEdad** **=** mayorDeEdad . edad
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Y vemos que pese a que la forma de representar una persona cambió, la definición para la función esMayorEdad no se ve impactada.

Acabamos de ver un ejemplo concreto de **acoplamiento**, el grado en que dos componentes se conocen.

* ¿Existe acoplamiento entre esMayorEdad y edad? Sí, ya que de lo contrario no podríamos resolver el requerimiento: “Saber si una persona es mayor de edad”
* Pero ese acoplamiento es bajo: un cambio interno en la codificación de la función edad no afecta a la función esMayorEdad.
* De hecho, la función esMayorEdad solo necesita saber que puede resolver el requerimiento **componiendo dos funciones cuya implementación no necesita conocer**
* En general, mientras edad siga devolviendo un valor entero, podremos seguir componiendo edad con mayorDeEdad sin inconvenientes. Si cambiamos la interfaz de la función (lo que recibe o lo que devuelve) será más difícil para nosotros no hacer cambios en los demás componentes. Si la edad cambia de valor entero a decimales, ese será un cambio con mayor impacto que incorporar más información a una persona.
* Un detalle, la prueba por consola sigue siendo exactamente igual:

> esMayorEdad laura  
**True**

## 3.2 Composición de más de dos funciones

Para resolver este requerimiento: “Saber si una persona no es mayor de edad”, partiendo de lo que ya sabemos, podemos hacer una consulta directamente por consola:

**> (not . esMayorEdad) laura  
False**

not es una función que niega el valor de verdad de un booleano.

> **:**t not  
**not** **::** **Bool** **->** **Bool**

Como recibe un Bool, se puede componer con cualquier función que devuelva un Bool:
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También podríamos haber compuesto sucesivamente varias veces. Por ejemplo, cuando una persona no es mayor de edad, entonces decimos que es menor de edad. Por lo tanto, podríamos definir:

esMenorEdad persona = (not . mayorDeEdad . edad) persona[[3]](#footnote-2)

esMenorEdad ~~persona~~ = ~~(~~not . mayorDeEdad . edad~~) persona~~

esMenorEdad = not . mayorDeEdad . edad

> esMenorEdad laura  
**False**

La única restricción es que las imágenes de cada función coincidan con el dominio de la función siguiente:
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# 4 Aplicación parcial

## 4.1 Introducción

La función mod permite conocer el resto de la división de dos números

> mod **6 4**   
**2**  
> mod **10** **5**  
**0**

¿Qué pasa si “nos olvidamos” de pasarle un parámetro?

> mod **6**  
**<interactive>:27:1:  
 No instance for (Show (a0 -> a0))  
 (maybe you haven't applied enough arguments to a function?)  
 arising from a use of ‘print’  
 In the first argument of ‘print’, namely ‘it’  
 In a stmt of an interactive GHCi command: print it**

Ah, Haskell tira error. Pero si editamos un archivo de definiciones hs, y escribimos en la primera línea:

**import** **Text.Show.Functions**

Cerramos el editor y repetimos la pregunta:

> **:**e  
[**1** **of** **1**] **Compiling** **Main** ( mayorEdad.hs, interpreted )  
**Ok**, modules loaded**:** **Main**.  
> mod **6**  
**<function>**

Ah, ahora no aparece el error, sino que explícitamente dice que mod 6 es una función. Exacto, y esa función (delimitada por mod 6)

* recibe un número
* y devuelve el resto de dividir 6 por ese número

¿De qué tipo es esa nueva función?

> **:**t mod **6**  
**mod** **6** **::** **Numero ->** **Numero**

Recibe un número, devuelve un número[[4]](#footnote-3).

Lo interesante es que no escribimos esa nueva función, sino que es la consecuencia de no pasar todos los parámetros a mod.

En general

**mod** **::** **Numero ->** **Numero ->** **Numero**

**// es una función que devuelve el resto de la**

**// división de dos números cualquiera**

**mod** **6** **::** **Numero ->** **Numero**

**// es una función que dado un número devuelve el resto**

**// de la división de 6 por ese número**

**max** **6 4** **::** **Numero**

**// es un número, que resulta de aplicar la función**

## 4.2 Segundo ejemplo: siguiente

Necesitamos resolver una función que dado un número nos devuelva el siguiente. Podríamos escribirla así:

**siguiente** **::** **Integer** **->** **Integer**  
**siguiente** n **=** n + **1**

Pero también podemos aprovechar la suma, que está definida como:

(+) **::** **Numero** **->** **Numero** **->** **Numero**

Entonces la expresión (1 +) define una nueva función:

(**1** +) **::** **Numero** **->** **Numero**

Y lo que hace esa función es

* recibir un número
* y devolver el número consecutivo inmediato

Podemos definir siguiente como:

**siguiente** **=** (**1** +)

de la misma manera que podríamos definir doble como:

**doble** **=** (**2** \*)

Y las siguientes funciones:

**cuadrado** **=** (^ **2**)

**cubo** **=** (^ **3**)

**Nota:** Solo para el caso de los operadores como pueden ser (+), (\*), (^), también vale pasar el segundo argumento como se muestra en estos ejemplos. Tener en cuenta que en los ejemplos anteriores ((+) y (\*)) los parámetros de los operadores son conmutables (a + b = b + a) y por lo tanto (2+) y (+2) es lo mismo. La potenciación (^) no lo es, y por lo tanto es diferente (2^) que (^2).

# 5 Composición + Aplicación parcial

Para entender la utilidad del concepto aplicación parcial, vamos a utilizarlo en conjunto con la composición, para ver que es útil para evitar definiciones específicas y reutilizar funciones existentes:

## 5.1 Comienza con p

“Queremos saber si una palabra comienza con p”

La función recibe

* una palabra (un String)
* y devuelve un Bool
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* Para obtener la primera letra, tenemos una función **head** que toma el primer elemento de una lista
* Ahora bien, para saber si es una ‘p’ nos convendría tener una función a la que le pasemos un Char y nos diga si ese Char es p. Por suerte existe esa función, si aprovechamos el operador (==) y lo aplicamos parcialmente con el carácter ‘p’:

**esP** **::** **Char** **->** **Bool**  
**esP** **=** ('p' ==)

Esa función nos dice, dado un carácter, si ese carácter es una p.

Como dijimos antes, no necesitamos escribir la función esP, la construimos directamente:

> (('p' ==) . head) "palabras"  
**True**

La nueva función toma una lista de caracteres (o un String) y devuelve un Bool:  
> **:**t (('p' ==) . head)  
(('p' ==) . head) **::** [**Char**] **->** **Bool**

## 5.1 Costo del estacionamiento

“El costo de estacionamiento es de 50 pesos la hora, con un mínimo de 2 horas”, esto significa que

* si estamos 1 hora, nos cobrarán por 2 horas
* si estamos 3 horas, nos cobrarán por 3 horas

Independientemente de eso siempre nos cobran 50 pesos la hora.

Podemos pensar nuestra solución en términos del negocio:
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Ahora lo traducimos a funciones de Haskell, ¿qué funciones necesitamos?

* la primera que calcula el tiempo total que nos cobran: deberíamos considerar el máximo entre 2 y el tiempo que dejamos el auto. Ya tenemos nuestra primera función: max 2 (es decir, max aplicada parcialmente)
* por otra parte, si el costo es siempre 50 pesos la hora, podemos aplicar parcialmente el operador de multiplicación y tenemos nuestra segunda función: (\* 50).

**costoEstacionamiento** **::** **Integer** **->** **Integer**  
**costoEstacionamiento** ~~horas~~ **=** ~~(~~(\* **50**) . max **2**~~)~~ ~~horas~~

**costoEstacionamiento** **=** (\* **50**) . max **2**

Lo podemos probar:

> costoEstacionamiento **1**  
**100**  
> costoEstacionamiento **5**  
**250**

Y efectivamente los paréntesis marcan el límite entre el valor de entrada y la sucesiva aplicación de funciones: esta definición

**costoEstacionamiento** horas **=** ((\* **50**) . max **2** horas)

**es incorrecta**, no se puede componer max **2** horas con (\* **50**) ya que max **2** horas se reduce a un valor entero, que **no es una función**.

# 6 Resumen

Anteriormente hemos visto que el paradigma funcional cuenta con las funciones como abstracción fundamental, representa un valor tan natural como un entero, un booleano o un string. En este capítulo sumamos la composición y la aplicación parcial como herramientas para poder reutilizar una función en diferentes contextos para resolver requerimientos.

En la composición, construimos funciones nuevas a partir de la aplicación sucesiva de funciones existentes, mientras que en la aplicación parcial generamos una nueva función con la técnica de no pasar todos los parámetros que la definición propone.

1. La simplificación de términos recibe el nombre de “conversión eta” (η-conversion). Para más información pueden verse los artículos <http://www.haskell.org/haskellwiki/Eta_conversion> y <http://www.haskell.org/haskellwiki/Pointfree>. La idea de esta reducción de términos es mejorar la legibilidad de los programas eliminando paréntesis y variables redundantes. [↑](#footnote-ref-0)
2. En el próximo capítulo explicaremos en detalle este tema [↑](#footnote-ref-1)
3. Obviamente, podríamos habernos basado en esMayorEdad, pero para lo que queremos mostrar preferimos hacerlo de esta forma. [↑](#footnote-ref-2)
4. La consola muestra información diferente que contaremos más adelante [↑](#footnote-ref-3)